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1. **Aim/Overview of the practical:**

Code and Analyze to find all occurrences of a pattern P in a given string S.

1. **Task to be done/which logistics used:**

To solve this problem with the KMP(Knuth–Morris–Pratt) algorithm.

The idea is to use the KMP string matching algorithm to find all occurrences of the pattern in the string efficiently. The main logic of the KMP algorithm is that whenever we detect a mismatch, we already know that some of the characters of the pattern have matched with the string. We can use this information to avoid matching the characters we know have already matched.

We solve this problem with the KMP algorithm, we first need to find the LPS array of the pattern used in KMP. Here, LPS[i] is the longest proper prefix which is also a suffix for the substring pat[0:i].

1. **Algorithm/Flowchart:**
2. We will first create the LPS array.
3. Initialize two variables - ‘strIdx’ and ‘patIdx’ to iterate over the string and the pattern, respectively.
4. If ‘pat[patIdx]’ equals ‘str[strIdx]’, we will increment both the indexes.
5. When ‘patIdx’ equals the length of the pattern, this means that the pattern is found in the string. Therefore, we print the index and set ‘patIdx’ = LPS[patIdx-1].
6. If ‘pat[patIdx]’ is not equal to ‘str[strIdx]’, we update the patIdx with the last index that matches with ‘str[strIdx]’ using the LPS array.

1. **Steps for experiment/practical/Code:**

#include<bits/stdc++.h>

using namespace std;

vector<int> getLps(string pat){

int m = pat.size();

// Vector to store the LPS array.

vector<int>lps(m);

/\*

Prev is the last longest proper prefix

which is also a suffix

\*/

int prev = 0;

int ind = 1;

while (ind < m){

// If both are equal

if (pat[ind]==pat[prev]){

prev++;

lps[ind]=prev;

ind++;

}

/\*

If the current elements are unequal

And LPS is 0

\*/

else if (prev==0){

lps[ind]=0;

ind++;

}

/\*

If the current elements are unequal

But LPS is not 0

\*/

else{

prev = lps[prev-1];

}

}

return lps;

}

/\*

Function to find

All occurrences of the pattern in the string

\*/

void solve(string str, string pat){

vector<int> lps = getLps(pat);

// Initializing variables

int n = str.size();

int m = pat.size();

int patIdx = 0;

int strIdx = 0;

while (strIdx < n){

// If both the elements match

if (str[strIdx] == pat[patIdx]){

patIdx++;

strIdx++;

}

if (patIdx == m){

/\*

This means that the entire pattern has matched

Printing all occurrences of the pattern in the string

\*/

cout<<strIdx - m<<' ';

// Updating patIdx to the last element matched.

patIdx = lps[patIdx-1];

}

else if (strIdx < n){

if (str[strIdx]!=pat[patIdx]){

if (patIdx != 0)

// Updating lps to the last element matched

patIdx = lps[patIdx-1];

else

// If no element matched, we move to next index

strIdx++;

}

}

}

cout<<endl;

}

int main()

{

cout << "Sahul Kumar Parida" << endl;

cout << "20BCS4919" << endl;

string str = "heyhihey";

string pat = "hey";

cout<<"Pattern found at: "<<endl;

solve(str, pat);

}

1. **Observations/Discussions/ Complexity Analysis:**

Computing the LPS array takes O(M) time. The time complexity of the KMP algorithm is O(N + M). Here ‘N’ is the length of the string, and ‘M’ is the length of the pattern.

Therefore, the total time complexity of the above approach is O(N + M).

We are creating a new LPS array of size O(M). Therefore, the space complexity of the above approach is O(M).

1. **Output:**

![](data:image/png;base64,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)

**Learning outcomes (What I have learnt):**

1. KMP algorithm is used where we have to find patterns in long strings. It can be used to search a substring in a string, find the number of unique substrings in a string, find all occurrences of the pattern in the string, etc.
2. LPS stands for Longest Proper Prefix, which is also a Suffix. As the name suggests, LPS[i] stores the longest proper prefix, also a suffix for the substring pat[0:i]. The proper prefix of a string is any prefix other than the entire string itself.